Paying the Price for Disruption

How a FinTech Allowed Account Takeover

Vincent Haupert
Friedrich-Alexander University
Erlangen-Niirnberg
vincent.haupert@cs.fau.de

ABSTRACT

This paper looks at N26, a pan-European banking startup and the
poster child for young FinTech companies. We assess how security
is treated by startups that provide disruptive technologies in the
financial sector. In an area that has been committed to security, we
find that FinTech companies have modern designs and outstanding
user experience as their main priority. This strategy is rewarded by a
rapidly increasing customer base but reveals a flawed understanding
of security. We analyzed all aspects of security of N26, including the
frontend, backend, protocols, human factors, and underlying design
concepts, and found issues in all of them. We succeeded in leaking
customer data, manipulating and carrying transactions and even
could have entirely taken over foreign accounts. We reported these
findings to N26 and did not disclose them before they were fixed.
By publishing this case study, we hope to raise awareness about
security considerations in the critical banking sector, especially for
other FinTech startups.
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1 INTRODUCTION

Young FinTech companies strive to be disruptive in the financial
sector. In other words, they try to invent technologies that displace
existing banking technologies. Since FinTech companies operating
in the consumer market focus on usability and user experience,
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well-established security standards of the banking sector are some-
times neglected. This paper presents a range of security vulnerabil-
ities that were identified in N26, a FinTech company. N26, which
currently has 500 000 registered users in countries across Europe,
offers a smartphone-only bank account. Without access to a user’s
smartphone, we were able to not only reveal N26 customer data
and manipulate transactions in real-time but also completely take
over a victim’s bank account. The bugs, taken together, would have
eventually put the consumers’ money and data at risk. We believe a
security-focused development process would have discovered most
of these bugs early on. This raises the question of whether startups
tend to ignore well-established security concepts in favor of a quick
market launch. Also, the focus on usability aspects over security
plays a key role in the advancing downfall of conceptual security
measures.

We demonstrate how little thought N26 put into security by
presenting a variety of practical exploits against it. Those exploits
were found in all parts of the N26 infrastructure and have since
been fixed in the course of a responsible disclosure process. By
combining those exploits, we show that even a complete account
takeover was possible. We also provide an overview of the state
of the art in mobile banking and shed light on the current state of
transaction schemes used for banking. With the example of N26,
we argue why basic concepts were flawed and how established
banking standards were disregarded. We also discuss the current
legal situation of banking in Europe with regard to transaction
security. By highlighting the attacks described in this paper, we
hope to raise awareness among investors, state actors, and founders
alike in order to emphasize the need to include security analyses
early on in the development process.

2 BACKGROUND

In this section, we elaborate on how online transactions and their
security mechanisms evolved over time. Today, many FinTech com-
panies like N26 are best described as app-only banks. Everything,
including opening accounts, sending transactions, applying for
loans and more is done through the central app. Of course, estab-
lished banks have offered traditional online banking through the
browser for much longer. Since N26 operates with a German bank-
ing license, we focus on the history and regulations of German
online banking. Soon, however, supranational regulation will en-
force similar rules throughout the European Union, as is outlined
in the following section.

2.1 Online and Mobile Banking

In the German market, even in 1980 when online banking was
first made public, every transaction had to be secured by an extra
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transaction authentication number—the TAN. A TAN is a one-time
password that a customer is required to enter after a transaction
has been initiated. This means that on top of a customer’s account
number and password, single-use TANs are necessary as a second
factor when performing credit transfers. The concept of TANs has
been in place for over 30 years now and its security is steadily
increasing. Technological advances in both attacks and defenses
have led to more advanced TAN methods. The development in the
recent past, however, has taken a different path, led by startups
like N26. The emphasis is no longer on security but has shifted
toward ensuring a better user experience at all costs, ignoring both
conceptional and technical flaws.
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Figure 1: The three classes of two-factor authentication pro-
cedures used in digital banking in 2017.

Today, TAN procedures can be categorized into three classes,
as visualized in Figure 1: two-device authentication (2DA), two-app
authentication (2AA), and single-app authentication (1AA). In a 2DA
scheme, the customer uses one device (e.g. a PC or a smartphone) to
initiate the transaction using their online banking login credentials
and another device to generate or receive the TAN. The pinnacle
of 2DA methods from a security standpoint is the chipTAN method.
This uses the customer’s personal bank card and a dedicated reader
device to create the TAN. Since the reader offers an external display,
is not connected to the Internet, and handles only very limited input,
purely technical attacks are practically infeasible. Mobile phones
have been used to display TANs delivered via SMS, but this method
was proven to be insecure years ago [24]. The possibility to run
software on mobile phones then led to the creation of app-based
TAN procedures. Different variations exist that require the device
to be online (receiving TANSs via push notifications like smsTAN)
or work offline (generating TANs on a device, much like chipTAN).
In contrast to earlier TAN methods, app-based procedures do not
necessarily require the user to transfer the TAN manually to the
transaction-initiating channel; rather, they might confirm the trans-
action directly—without ever displaying a TAN—when both the
banking app and the TAN app are running on the same device.
While using banking services on a smartphone via a separate 2DA
TAN procedure—like chipTan—represents an increase in availabil-
ity without immediate drawbacks in security, the introduction of
two- and single-app authentication schemes constitutes a turning
point in the development of online transaction security for the
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worse. These apps openly abandon the strong security guaranteed
by two physically independent devices. Instead of using one device
for transaction initiation and another for confirmation, 2AA uses
a dedicated banking app to issue a transaction and another app
to confirm it. Both apps can operate on the same mobile device.
The 1AA scheme, with the N26 app as an early example, takes
this idea one step further. Here, the theoretical border of a second,
sandboxed, app, is no longer present. Instead, the entire transfer
process is tucked into a single app, leaving almost no trace of the
transaction numbers of the past.

2.2 Legal Aspects

The financial sector in Europe is regulated. These regulations ex-
tend to bank credit transfers as well. While we already noted that
German online banking has historically been concerned about se-
curity, the European Banking Authority (EBA) stipulated rules that
apply throughout the European Union [8]. The hallmark of these
guidelines is that transactions need to employ strong customer au-
thentication (SCA). It should make use of two mutually exclusive
authentication elements of the categories knowledge, possession,
and inherence. Furthermore, these elements need to be independent
in such a fashion that “the breach of one does not compromise the
other(s)”. As these rules were established by the end of 2014 and
were drafted as early as 2010, it might be surprising that 2AA and
1AA procedures are allowed at all. This is due to a major exemption
of these EBA guidelines. They only affect transactions issued using
a web browser. This means that the same transaction does not need
to follow the rules if it is executed using a custom-made banking
app instead. This is a classic niche that a startup could use to dis-
rupt the market. Traditional banks are also taking advantage of
this flaw, even releasing banking apps that merely wrap the banks’
web page in a WebView inside an app. Consequently, these apps
are exempted from the requirement of SCA even though the same
functionality through a web browser would have required SCA.
The Revised Payment Service Directive (PSD2), however, explicitly
accounts for mobile devices and forces them to make use of SCA.
While an early draft [9] still indicated that PSD2 will force payment
service providers to implement the elements of SCA in separate and
trusted execution environments, the final draft [10] dismissed this
requirement. The EBA even emphasizes that SCA on a single device
will be compatible as long as they make “use of separated secure
execution environments through the software installed inside the
multi-purpose device”. Whether this will prohibit 1AA schemes in
their current form is not publicly known yet.

2.3 Related Work

As stated, the course taken by authentication schemes entirely
operating on a single device poses a security risk. Such schemes
offer a single point of failure: the integrity of the single multi-
purpose device they are running on, most often an Android- or
i0OS-driven smartphone. Given the sluggish update policy of many
Android vendors and emerging attacks like Drammer developed
by Fratantonio et al. [29], the integrity of smartphones cannot be
guaranteed. Malware running with high privileges can be placed
even in official app stores [23]. Grassini et al. consider smartphones
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to belong to the same device group as chipTAN—namely “multi-
factor OTP devices” [15]. However, as they are connected to the
internet and able to run arbitrary third-party code, we deem smart-
phones more vulnerable than chipTAN devices. By analyzing and
attacking two popular app-based TAN procedures—the pushTAN
and the photoTAN methods—we offer proof that these methods are
a clear security downgrade and thus have a significantly broader
attack surface. The first case that shows the decline of concep-
tional security is the photoTAN procedure [18]. In contrast to the
pushTAN procedure, the photoTAN method is used to leverage a
dedicated hardware device—comparable to the security properties
of chipTAN—to authorize transactions, thus offering a secure and
trusted display. However, a special implementation of the app-based
photoTAN method is implemented as a 2AA procedure. With two
elements on the same phone, the user no longer takes photos but
these are passed into the photoTAN app directly behind the scenes.
Second, we showed an attack against the pushTAN 2AA procedure
based on a privilege escalation exploit that transparently tampered
with a user-initiated and user-confirmed transaction without the
user being able to notice it [17]. Konoth et al. propose similar at-
tacks and label them as 2FA synchronization vulnerabilities [21],
as these exploit the heavy synchronization that recent versions of
smartphone operating systems make use of. Bai et al. researched
mobile payments that work offline, revealing major limitations of
existing token-protection techniques. They also point out the ad-
ditional attack surface through the web, much like the shift from
chipTAN to app TANs for online payments [1]. Yang et al. show
that payments on phones are secured even less in a non-banking
context—namely in the case of in-app payments. They uncovered
hundreds of apps with at least 100 000 users which had flawed pay-
ment processes that could cause financial loss as well [31]. Research
on online banking with regard to security was already underway in
the 1990s through the work of Arie et al. [26]. The security of online
banking has increased steadily ever since. Aside from payment, as
discussed in this paper, a security-second approach can be seen in
other areas that nourish innovative and fast-moving companies. In
contrast to the banking scenario, the newer trend of the internet
of things (IoT) has no history of security improvements to build
upon. Historically, security has been rather grim for connected
devices. Large-scale studies of firmware by Costin et al. [5] and
in-depth firmware analyses by Shoshitaishvili et al. [27] uncovered
a range of errors in embedded devices. Still, new products in the
IoT sector face the same problems as the latest FinTech products:
not enough emphasis is placed on security. Fernandes et al. argue
that security in the IoT is facing the same problems as in traditional
computing [12]. Quite similarly to the gist of our paper, Dragoni
et al. use the IoT as an example to state the same facts. They show
that here too a shift in culture is needed. According to their paper,
“The Internet of Hackable Things”, only 48% of organizations focus
on security from the beginning of the development phase. Further-
more, Dragoni et al. provide data indicating that startups take a far
laxer approach toward security in the IoT field. Their study shows
that the percentage of startup executives who feel their products
are highly resilient to cyber-attacks is 16% lower than in traditional
firms [7]. Further blurring the line between the IoT and our app
scenario, the security assessment of smart home applications by
Fernandes et al. [11] considers the devices as well as their apps,
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showing errors on the app side. Thus, they unveil a lack of security
understanding in the producing firms.

2.4 N26

N26 is a Berlin-based startup bank that focuses on bringing all fi-
nancial services to the customer’s smartphone. We chose N26 as our
case study because it is the poster child for startups in the financial
sector. N26 acquired over 500 000 customers since its launch in 2015
and is one of the few European FinTech companies operating on
a full European banking license [14]. The success of N26 is based
on its having all services and offerings entirely within a single app
that provides outstanding usability. On top of common Single Euro
Payments Area (SEPA) credit transfers, N26 also enables customers
to perform direct payments to other N26 users, request an overdraft,
or take out an insurance policy—all from within the app. While
it is undoubtedly worthwhile to create intuitive and easy-to-use
solutions, it is particularly important for a bank to repose business
confidence by keeping their customers’ money and data safe. In the
past, established banks took a conservative approach by valuing
security features very high. This strategy led to a steady increase
in transaction security, but it came at the cost of user experience.
Today, even established banks provide app-based authentication
schemes operating on only a single device. This shift toward user-
focused technologies can partly be accredited to disrupting new
players like N26 which are changing the market. As a matter of
fact, N26 was the first German bank that implemented the entire
transaction process in one app [20], with others slowly following
suit, despite the obvious security drawbacks. Implementing both,
transaction initiation and confirmation, in a single app effectively
eliminates two-factor authentication. In turn, strong vetting of the
remaining infrastructure should be put in place. Following best
practices with respect to technical security becomes increasingly
important. The following sections, however, provide evidence that
neither N26’s Android and i0OS apps nor their backend or underly-
ing concepts could be described as secure. Seemingly, security has
at no point been a focus of the young but well-funded company
that handles the personal data and money of half a million people.

3 APPALLINGLY INSECURE

This section describes practical exploits against the infrastructure
of the evaluated startup, N26. We reveal a variety of dire security
flaws, most of which could have been prevented by following best
practices in the development process. All affected user accounts
were part of the research group. The bugs have since been fixed in
a professional manner as part of a responsible disclosure process.
Still, for the sake of readability, we chose the present over the past
tense.

3.1 Security Model

Before the presentation of the distinct security flaws, this section
gives an overview of N26’s security model and the most important
security anchors. In comparison to other online and mobile banking
systems, the N26 account’s authentication scheme consists of more
than two elements. All of them, however, relate to either knowledge
or possession. The authentication factors inside the app that are
based on knowledge are as follows:
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Login Credentials. To log in, a user’s email address and pass-
word are required. Both are given in a standard fashion during
the registration process, at which time the user also automatically
opens a bank account at N26. The password needs to satisfy the
following policy: It should be at least seven digits long, consisting
of a minimum of one digit, one special character, and one capital
letter [25]. In our tests, however, it was not necessary to specify a
special character. Providing a password of this length with only a
capital letter and a digit was sufficient.

Transfer PIN. The transfer PIN is a four-digit numerical token
that the user defines during the account activation process. The
transfer PIN is mainly used to authorize transactions and cash
withdrawals. The customer can change the transfer PIN at any time;
this does not require entering the old pin but only the MasterCard
ID, a token that is distinct to the N26 account and described below.
For ATM withdrawals, the card is blocked after entering the wrong
PIN three times.

Apart from these knowledge-based factors, the following el-
ements aim at authentication through something only the user
possesses:

MasterCard ID. This 10-digit numerical token is printed below
the name on the customer’s MasterCard (cf. Figure 2 for an example).
This is not the credit card PAN. The MasterCard ID is properly the
most important static authentication element of the N26 security
scheme. A user needs it for the initial phone pairing, to change the
transfer PIN, and during the unpairing process that is covered in
greater detail in Section 3.3.4.

Paired Device. Through personalization, the customer’s smart-
phone serves as a possession element relying on asymmetric cryp-
tography. To define a paired device for the first time, the customer
needs to supply the MasterCard ID and a one-time password de-
livered via SMS. After successful confirmation, the app sends the
public key of a 2048-bit RSA key to the N26 backend, thus making
this smartphone the paired device. Subsequently, this key is used in
a challenge-response authentication system. There are some busi-
ness cases that require the paired device—most notably transaction
confirmation.

SIM Card. During the pairing process, a user also needs to supply
a phone number that they want to pair the N26 app with. The
client’s phone number, however, does not serve as an authentication
element. It is only required for unpairing.

FRANCEIS §171 PA03 3920 EMITT WG WD
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Figure 2: The N26 MasterCard. The 10-digit number beneath
the cardholder name is the MasterCard ID.
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Besides the knowledge- and possession-based authentication ele-
ments, the N26 account also has other security features. Those have
in common that they are not used for authentication but answer
the purpose of user-specified bank account restrictions and allow
the customer to quickly respond to abnormal incidents:

Immutable Data. While most of the data—including many secu-
rity elements—can be changed by the users themselves only by
knowing the account’s login credentials, some data is immutable
and can only be changed via the N26 customer service. This most
notably includes the customer’s email address that is used to recover
a forgotten password. Further immutable data is the customer’s
name; the shipping address, however, can be changed at any time
(even on an unpaired device).

Card Usage. A user can decide how one is allowed to use the N26
MasterCard. This includes switches that decide if online payments,
ATM cash withdrawals, or payments abroad are permitted.

Card Limits. Like the card usage settings, a user can define a
custom daily limit for cash withdrawals and payments. The range
for cash withdrawals lies between €0 and €2 500, while for pay-
ments the minimum and maximum values are €0 and €10 000. Both
withdrawals and payments have a fixed monthly limit of €20 000.
Lock Card. The N26 MasterCard can be locked, preventing its
usage completely. The user might also unlock the card again—at
any time—in the same fashion.

Push Notifications. On various occasions, the customer’s smart-
phone receives real-time notifications. This includes successful and
failed payments, incoming and outgoing transfers, and direct debit
transfers. These notifications might help a customer to react quicker
in the case of fraudulent transactions.

3.2 Frontend Flaws

This section is dedicated to the security flaws that we identified in
the N26 frontends. The main means of interaction of N26 customers
with their account is through the N26 app, which is available for
Android and iOS. On top of this, N26 also offers a web app. The
online version is limited as it does not allow the confirmation of
transactions. It quickly became clear that all three clients talk to the
same API endpoints. The Android app did not use any defensive
mechanisms and was therefore a good choice as the main target.
It allowed us to comfortably reverse-engineer the communication
protocols and to examine the functionality up close. This yielded
a device-independent vulnerability that one might abuse to carry
out a transaction manipulation attack. On top of this, we found
an Android-specific flaw that allows an attacker to inject arbitrary
web content into the N26 app itself.

3.2.1 Transaction Manipulation. The goal of this attack is the
transparent real-time manipulation of a user-initiated transaction.
In this scenario, the victim, Bob, is in the act of sending a transaction
worth €10 to the beneficiary Alice. He fills in Alice’s international
bank account number (IBAN) and an amount of €10, and submits
the transaction. Thereafter, Bob is prompted to confirm his transfer
as the app displays the transaction details again. As the details seem
sound, Bob confirms the transaction. The next day, however, Bob
uses the browser-based online banking service of N26 on his com-
puter and realizes that he did not transfer €10 to Alice; it turns out
that he transferred €200 to an unknown IBAN. This attack becomes
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possible because N26 did not sign the transaction data despite al-
ready making use of their private and public key infrastructure
during the transaction confirmation on the paired device. They
also did not make use of certificate pinning. Technically, a credit
transfer works in the following way:

(1) The customer enters the transaction details—that is, the ben-
eficiary’s IBAN and the desired amount—in the N26 app and
presses the send button.

(2) Next, the user needs to supply the four-digit numerical transfer
PIN, which is sent along with the transaction order.

(3) If the provided PIN is correct, the transaction initiation is com-
pleted and the N26 backend sends a push notification to the
customer’s paired device. The payload of the push message
contains a TAN encrypted with the public key of the paired
device.

(4) After opening the push notification, the app displays the trans-
action details again and asks for the user’s confirmation. If the
user authorizes the transaction, the encrypted TAN is decrypted
using the private key and sent back.

(5) If the TAN is correct, the transaction comes into effect.

If an attacker can launch a man-in-the-middle (MitM) attack, the
transaction can be tampered with transparently. This becomes pos-
sible because of two reasons. First, even though the N26 apps make
strict use of HTTPS, they do not make use of certificate pinning—a
best practice that prevents unauthorized third parties from breaking
the confidentiality and integrity of the transmitted data. Second,
the push notification only contains the encrypted TAN but not
the transaction details. Therefore, the app is forced to rely on and
display the data that the user entered in the first step instead of
presenting transaction details received through a second commu-
nication channel encrypted with the paired device’s public key. In
summary, an adversary can circumvent the three-step authentica-
tion procedure only by compromising the network layer. This can
be achieved by successfully executing one of the following attack
vectors:

— A user can be tricked into installing the certificate through phish-
ing or other means of social engineering. The user is the weakest
point in the system. So, the app should pin its certificates. In gen-
eral, attacks using phishing or social engineering are particularly
dangerous and have a high success rate [6].

— A trusted certificate authority (CA) issues the certificate. Vulner-
abilities in CA validation processes sometimes allow an attacker
to take hold of a certificate for domains they do not own.

- Both Android and iOS are frequently the prey of privileged
malware—that is, malware that performs a privilege escalation
exploit before executing their payload. It is a trivial task for
privileged malware to place a certificate.

3.2.2  Popup WebView Injection. While reversing the Android
app, we stumbled upon many deep links registered in the app
manifest. Opening many doors is never a good idea and deep links
are mostly considered to have a negative security impact [22]. In this
case, we found one link—number26://main/?tutorial=${url}—
which allows a popup injection. The web link enables an attacker to
launch the N26 app and make it display a popup window containing
a WebView rendering any user-provided content. The WebView
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Figure 3: WebView Injection. An external deep link starts
the app and allows it to display any web page inside it.

is code-enabled and the N26 app injects a Java callback object
that allows sharing to Facebook, navigation inside the app, and
more. The possibility to run JavaScript increases the attack surface,
depending on the app and Android versions. Even worse, the popup
poses a severe threat through advanced phishing attacks. Since the
user logs into the app as usual before the popup is displayed, the app
name is still N26 in the system and there is no way to distinguish
this popup from a genuine app interaction. In contrast to known
phishing attacks on Android that usually need malicious apps with
appropriate permissions to be installed [4], this attackvector does
not depend on any permissions. Instead, making matters worse,
deep links starting the attack can even be triggered by a hostile web
page while browsing. The size and look of the popup is completely
dependent on the target URL. Figure 3 displays an example popup
that shows the app in the background. The link URL indicates that
the reason for the existence of the flaw must have been to allow a
general way to display tutorials. This is a rather unfortunate choice
that might have been noticed earlier had there been a larger focus
on security during development.

3.3 Backend Flaws

In contrast to the previous section on the security issues of the
N26 apps, this section deals with security flaws related to the N26
backend. As all N26 frontends make use of the same API calls—
that is, there are no app-specific requests—these vulnerabilities are
independent from the device that a customer uses. Apart from the
internals already acquired from reverse-engineering the N26 apps,
we learned the most about their communication protocol through
HTTPS interception. While presenting the frontend flaws in the
last section, we noted that the apps do not make use of certificate
pinning. Hence, we were not even required to alter the app in order
to intercept the communication using a MitM proxy. Through this
analysis, we identified a broad variety of partly severe security
issues.
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3.3.1 Information Leakage. N26 also offers peer-to-peer pay-
ments called MoneyBeams. They are sent immediately and,—in
contrast to SEPA credit transfers—, come into effect without delay.
This feature, however, is only available if the beneficiary is also
an N26 customer. Therefore, when a customer wants to send a
MoneyBeam to a friend, the N26 app scans the user’s address book
for contacts that use N26 as well. Even though it is comprehensible
that N26 wants to present other N26 users directly in the app, the
technical implementation does not preserve privacy as the N26
app uploads all email addresses and phone numbers found in the
customer’s address book in plain text to the N26 backend. This is
also illustrated in Figure 4. There is no hashing and even a zero-
knowledge approach may be applied. Consequently, this feature
can also be abused to identify if a given email or phone number
is associated with an N26 account. In particular, having a set of
email addresses which are known to be used for an N26 account
is useful for launching a targeted attack. As a customer’s address

+4912345678
a@example.com
b@example.com

+4912345678

a@example.com

w

Figure 4: N26 customer identification.

book potentially contains many entries, it is easy to probe more
than 1,000 candidates in a single request. Technically, N26 sends a
POST request with a JSON array of email and phone number strings,
and the backend looks for those entries which are associated with
an N26 account and returns them in the response body. As this
endpoint does not implement any rate-limiting, one might use it
to scan massive data sets of email addresses and phone numbers
for N26 accounts. Owing to the limited entropy of phone numbers,
even a brute force attack on them would be feasible.

3.3.2  Unrestrained Siri Transactions. Since the release of iOS 10,
third-party apps can use Siri to interact with the user. N26, being
an agile company, adapted this feature early on. Hence, users of
i0S 10 can dictate to Siri a transaction’s beneficiary and amount
(with a limit of €25 per transaction and a maximum of €200 per
day). Siri asks the user for confirmation of the details and executes
the transfer. The user is not required to enter the login credentials
but might only perform these transactions on the paired device.
Here, we can see once more the strong focus on usability. Figure 5
seems to confirm this restriction and suggests that N26 uses the
same mechanism for Siri transactions as for regular or peer-to-peer
transactions—that is, it confirms them with a TAN. As it turns out,
however, N26 created a new endpoint for unverified low-amount
transactions that, as the name suggests, do not require a TAN to
become effective. Besides, not allowing Siri transactions from an
unpaired device is solely a client value. An attacker who directly
communicates with the N26 API does not have this restriction and
may therefore perform arbitrary transactions. Enforcing client-side
security clearly ignores best practices. After a successfully executed
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“Send 5 euros to Dominik Maier
using N26"

“Send 5 euros to Dominik Maier
using N26"

Sorry, you'll need to verify your

Here's your N26 payment for e,
credentials in the app.

€5,00. Do you want to send it?

Open N26

Send Money

+49

Dominik Maier

€5,00

Figure 5: A Siri transaction on the paired device on the left
succeeds while the same request is denied on an unpaired
phone.

Siri transaction, we could withdraw the sent money from an ATM
immediately. This makes attacks attractive. If an attacker were
able to steal a single MasterCard and its transfer PIN, he could
consequently use it as an exit account.

3.3.3  Permissive Risk Analysis. Taking the vulnerabilities pre-
sented so far into account, one might wonder if exploiting them
in practice is not significantly more difficult thanks to transaction
risk analysis. This is not far-fetched as even N26 claims intelligent
algorithms that “immediately detect irregularities” would be able
to prevent fraud before it even occurs. We tested these algorithms
by automatically performing over 2,000 Siri transactions in a 30-
minute period. Each of these transactions went through without
an issue. We were surprised that no limits were applied as issuing
this amount of transactions in the given time frame using voice
commands is impossible and therefore definitely irregular. Never-
theless, we were confident that N26 would reach out to us shortly.
However, this happened more than three weeks later when the N26
support reached out to us seeking an explanation for the unusual
amount of transactions and informed us that this activity could
result in account cancellation. Even though this reaction at first
seems reasonable, N26 did not contact the sender; rather, it reached
out to the receiver of the amount. Apart from the clearly manual
processing of irregular activity, this may indicate that N26 reacted
not because of security concerns but following a violation of their
terms of service, probably assuming a business usage of the account.
Furthermore, our entire analysis of N26 security can in no way be
described as stealth. In summary, we doubt that N26 could have
reacted appropriately to a real-world attack with higher amounts
of money, possibly distributed over multiple accounts.

3.3.4 Unpairing. Even in case an attacker is able to obtain the
login credentials as well as the transfer PIN, performing SEPA credit
transfers with an arbitrary amount is still not possible because of the
unavailable private key of the paired device. The goal of this attack
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is to gain the possibility to initiate and confirm attacker transactions.
To achieve this, the attacker will first unpair the victim’s device and
pair an attacker-controlled device right after. The pairing process
is straightforward and requires the user only to supply a mobile
phone number. N26 sends a four-digit numerical token as a text
message to the given number. After the user enters the token into
the app, the pairing process is completed. The unpairing process,
however, is secured by a multi-step and multi-factor procedure. The
steps one must perform to unpair an already existing pairing are as
follows:

(1) Start the unpairing through the app or web interface. An email
with a link (that contains a token as a parameter) to start the
actual unpairing is sent to the user’s email account.

(2) After following the link, the user needs to supply the transfer
PIN.

(3) The user is prompted to enter the MasterCard ID.

(4) N26 sends a five-digit token to the number which was used in
the previous pairing.

This conception of the unpairing process would require an attacker
to (1) have access to the victim’s email account, (2) know the transfer
PIN, (3) have the MasterCard available, and (4) be able to receive the
victim’s SMS. Even though it is generally commendable that N26
identified the unpairing as particularly critical, each of these steps
can be circumvented by knowing only the victim’s login credentials:

(1) When the user starts the unpairing process, this technically
leads to an HTTP request which causes the backend to send
out an email. But instead of only sending the link to start the
unpairing with the customer’s email address, N26 also sends
it as a response to the HTTP request. As a result, an attacker
does not need access to a victim’s email account.

(2) During the actual unpairing process, one is first prompted to
enter the transfer PIN. Given that the PIN can be reset by only
knowing the MasterCard ID,—which is required in the next
step—, this step is redundant and does not offer any additional
security. Hence, an adversary is not required to know the trans-
fer PIN.

(3) The MasterCard ID ordinarily would require an attacker to
possess the victim’s MasterCard. Once again, it is noteworthy
that this ID is in no way derived from the PAN nor is it directly
connected to the PAN. Despite the PAN, which is probably
masked in any response body, the MasterCard ID is part of every
transaction performed with the card because it serves as a prefix
in the unique identifier (UID) of transactions. Consequently, any
card action, whether—buying something online, withdrawing
cash, or making a payment on a POS terminal—, causes the
MasterCard ID to leak in the transaction history. As noted in
the previous step, the MasterCard ID also allows one to reset
the transfer PIN to an attacker-controlled value.

(4) The last step in the unpairing process would require the at-
tacker to either possess the victim’s SIM card or be able to
intercept messages sent to it. We were also unable to trick the
backend into sending the unpairing token to a phone that is
under the adversary’s control and changing the phone number
is an action that requires calling the customer service. The back-
end endpoint that validates the five-digit numerical token,—in
contrast to the endpoint used for login—, does not implement
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rate-limiting. As we were on average able to probe 160 candi-
dates per second, guessing the right token takes approximately
five minutes.

IEmail Accountl ITransfer PIN | IMasterCardl ISIM Cardl

Deeplink leaks Resettable ID leaks Guessable
Figure 6: The authentication elements involved during the

unpairing.

As summarized in Figure 6, an attacker can unpair a victim’s phone
without having access to the email account, without knowing the
transfer PIN, and without possessing either the MasterCard or the
SIM. After a successful attempt at unpairing, an attacker can simply
pair a new phone. Although this attack even in its worst case only
takes approximately 10 minutes and an attacker would likely exe-
cute it at night, the described unpairing attack generates a total of
three emails and one SMS that the victim inevitably receives. There
is one email containing the unpairing link, another two emails
informing the victim about the reset of the transfer PIN and the
successful unpairing, and an SMS with the token this attack per-
forms a brute force attack on. After a successful unpairing attempt,
a victim has no possibility to regain control of the account without
calling the customer service. If this attack is executed outside of
N26’s office hours, even a victim who notices the attack on time
can do nothing but watch.

3.3.5 Overdraft Abuse. N26 also offers a real-time overdraft.
This feature is particularly interesting because N26 immediately
grants an overdraft ranging from €50 to €2, 000 depending on the
client’s credit score. N26 is aware that using credit is a particularly
critical process; hence, an overdraft might only be applied by using
the customer’s paired phone in a similar fashion as legitimizing
transactions. Therefore, as the previous Section 3.3.4 demonstrated,
an attacker can gain control of the paired device by only knowing
the user’s login credentials. Since the money is available imme-
diately after the overdraft application, an attacker can steal even
more money than the victim has available. In the best case,—from
an attacker’s point of view—, this could be as much as an additional
€2,000.

4 THE ROAD TO COMPLETE ACCOUNT
TAKEOVER

So far, we have described various flaws of the N26 frontends and
backend. However, we are yet to discuss how an attacker could
gain access to a victim’s login credentials or how they could use
these flaws to launch a feasible attack. After outlining how to ob-
tain the login data, this section describes an attack scenario that
involves constructing a large-scale attack based on a spear-phishing
attack and combining several of the described vulnerabilities. Later,
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we briefly describe an impersonation attack by calling the N26
customer service.

4.1 Obtaining the Login Credentials

A precondition of taking control of the entire N26 account is that
the attacker has either already obtained the login credentials or is
able to sniff out an access token, which is a longer-lasting login token
used for fingerprint or pattern login. There are many possibilities
for gaining access to this information, among them:

- Gain access to the victim’s email account. This is a weak point
of the N26 password-recovery procedure. In general, N26 has a
solid password policy which requires the user to supply at least
seven characters containing at least one digit, one capital letter,
and one special character. In conjunction with the employed rate-
limiting, this virtually defeats brute force attacks. The password
can be restored only by having access to the user’s email account,
which effectively reduces the password policy to the one the mail
provider enforces. This could be as bad as 1234. Apart from this,
email accounts themselves are subject to attacks and databases
with email addresses are leaked from time to time [19].

— Password reuse. The email address is often a semi-public token.
Owing to the vast numbers of accounts everybody owns and
uses every day, passwords are frequently affected by reuse. So,
it is likely that a customer of N26 is not using their password
exclusively [30]. This is even more likely because N26’s password
policy is slightly below current accepted standards and conse-
quently the customer does not need to invent a new password
(or modify it) to fulfill the password restrictions.

- A victim falls for a phishing attack. Phishing mails are a serious
threat because it is hard to mitigate them. Plenty of literature
and papers available deal with the alarming success rates of
phishing, which has not declined over time. A recent example
is the phishing attack against Raiffeisen Bank [28]. We do not
know if phishing is already an issue for N26 but the company
could become a more attractive target as its customer numbers
increase.

- An attacker can easily hijack a victim’s account if he is able to
obtain an access token. This could happen, for example, due to a
forgotten logout.

Apart from the login credentials, the victim is required to already
have used the MasterCard at least once to have the MasterCard ID
available in the transaction history. The type of usage—for example,
card payment or cash withdrawal—does not matter. Considering
that the N26 MasterCard is not only automatically issued and sent
to the customer but also an important part of the N26 business
model, this is a weak precondition.

4.2 Large-scale Attack

In this section, we want to outline an attack that makes use of sev-
eral of the presented security flaws and by combining these could
have been able to take over thousands of accounts. The previous
section already noted that a phishing attack is an effective way to
gain control of a victim’s login credentials. At first glance, N26 is
an attractive phishing target because the only personalization they
use in their business emails sent to the clients is the customer’s
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first name. Frequently, the emails also contain clickable links. How-
ever, N26’s total number of clients is still relatively low. Hence, a
phishing mail sent out to random email addresses will probably be
highly ineffective. An improved form of phishing is spear phishing,
which is basically a more targeted version of phishing: By gaining
additional information about the targets, the attackers send emails
containing more details that the customer might relate to; thus, this
is more effective than a regular phishing attack [2]. Owing to the
information leakage vulnerability described in Section 3.3.1, we can
effectively identify the N26 customers who use a given set of email
addresses or phone numbers. In the past year, a huge database of
over 65 million email addresses and password hashes obtained from
a security breach at Dropbox was made publicly available [13]. We
evaluated the entire data set exploiting the given information leak-
age vulnerability and identified more than 33,000 email addresses
that are used to log into an N26 account. An attacker could have
used this information to launch a highly targeted spear phishing
attack that, for example, prompts the user to change their N26
password because they are affected by the Dropbox leak, as using
the same password for both accounts could pose a security risk.
Furthermore, Section 3.2.2 outlined an attack against the Android
version of the N26 app that could be used to inject arbitrary content
inside the N26 app. Therefore, the attacker email could also have
asked the customer to click on a link to change the N26 password
inside the app. This would further increase the victim’s confidence
in the legitimacy of the phishing mail. After an attacker knows
the login credentials, the rest of the attack is straightforward: An
adversary can now already make use of Siri transactions because,
as we uncovered, they do not require the paired device. They are,
however, limited to €200 per day per account. Even though this
could fetch a significant amount of money, pairing an adversary-
controlled phone by performing our unpairing attack would allow
the attacker to gain access to all of the victim’s money and even
more. As a paired device also allows one to apply for an instant
overdraft, an attacker could transfer money that the customer does
not even own. This seems a particularly useful part of the attack
because it is rumored that many people open an N26 account only
to use it occasionally rather than as their main account because of
its attractive credit card conditions (e.g. no account management
fees, no transaction fees, a limited number of free cash withdrawals).
In this case, a victim might not have a lot of money in the account
but exploiting the overdraft can make up to €2, 000 accessible. Last
but not least, Section 3.3.3 showed that the transaction risk analysis
that N26 performs is too permissive, which supports the idea that
the depicted attack scenario would be highly successful.

4.3 Impersonation Attack

While the previous section showed an attack scenario that scales
very well and combines multiple vulnerabilities to create a complete
attack, it is also possible to perform a more individual-oriented at-
tack after getting to know the victim’s login credentials through
impersonation. Section 3.1 already noted that owing to security con-
siderations some of the data of an N26 account is immutable. Most
importantly, this includes the customer’s email address, which is
required for login, and the phone number, which is required during
unpairing. However, there are legitimate cases where a customer
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may need to change the phone number because, for example, they
have lost access to the original number. As N26 seeks to be a pure
mobile bank, they do not have any bank branch that a customer
could visit. Therefore, a client needs to call the N26 customer ser-
vice to enter the new phone number. Naturally, N26 authenticates
a customer prior to any action. However, the answer to each of the
three questions the N26 customer support asks over the phone is
either already available from the vulnerabilities described so far or
can be extracted:

(1) After obtaining a customer’s name, the customer service execu-
tive asks for the MasterCard ID. The unpairing attack already
revealed that this token can be leaked as it is used as a prefix of
the UID of transactions performed with the MasterCard.

(2) Next, they ask for the place of birth. Even though this is neither
visible through the app nor processed, the place of birth leaks
out in the queries the app performs.

(3) The last authentication question relates to the current account
balance. It is sufficient to just have an idea of the account bal-
ance. As the exact values are always available with the login
credentials, this does not pose a problem anyway.

After answering these questions correctly, an attacker has full
control of the account and might request to change arbitrary data.
This includes the phone number, which would allow an adversary
to pair their own phone and gain control over all of the victim’s
money including the overdraft accessible. Even though this attack
does not scale well since it requires human interaction, it has the
advantage of absolute stealth because the N26 customer service
does not notify the victim by email or SMS that crucial account
data has been changed.

5 RESPONSIBLE DISCLOSURE

We chose a responsible disclosure process to give N26 enough time
to address all the issues, so as not to put any customer at risk. As we
were unsure about how N26 might react from a legal perspective,
we asked the Chaos Computer Club to establish the contact. The
contact with N26, however, was professional and friendly, and the
technical staff was not only thankful for our reporting of the issues
but also interested in improving their development process. After
we granted a three-month period to address all the issues, we first
presented our results at the 33rd Chaos Communication Congress
to the public [3, 16]. To the best of our knowledge, N26 addressed
all our reported findings prior to this talk.

6 CONCLUSION

We showed various exploits against N26, a well-funded, fast-growing
startup in the vital banking sector. Taken together, these exploits
could help attackers to steal the customers’ money, thereby poten-
tially pushing the company out of business. At the root of those
exploits, we identify a strong focus on user experience combined
with the high expectations of investors in the FinTech startup scene.
This leads to the pressure of a quick market launch. Admittedly,
if no analyst looks deeper into it, there is no immediate return on
investment for security owing to its non-functional nature. But it
is necessary to keep in mind the damage to customers, the loss
of reputation for the company, and more generally the decline of
confidence the public has in the bank’s responsible use of their
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money. Once a security flaw becomes public, however, it justifies
embracing security from the beginning even from an economic
point of view. To summarize, we showed attacks against different
points in the infrastructure of N26, including the frontend, backend,
protocols, and underlying design concepts. After our revelations,
N26 is indeed placing greater focus on security, but they could
have avoided most of the problems from the beginning. We hope
to raise awareness among the founders of and investors in other
FinTech startups about the importance of including security anal-
yses early on in the development process. We also outlined the
ever-increasing evolution of online banking security and its recent
decay. In general, we argue that multiple apps running on the same
system, separated only by the integrity of the operating system,
cannot be considered as secondary factors. This is also true for
banks other than N26, including well-established banks that have
shifted to the same technology in the recent past. Moreover, we
see an obligation among governmental institutions in this regard.
Particularly the vetting process in place for banking requires an
understanding that is tailored to the digital era. In our opinion,
in-depth security analysis and penetration tests that not only are
based on reading a company’s documentation but also perform
practical attacks must be included in the development process.
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